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Actor-Oriented Design

- **Object orientation:**
  - What flows through an object is sequential control

<table>
<thead>
<tr>
<th>class name</th>
<th>methods</th>
</tr>
</thead>
<tbody>
<tr>
<td>data</td>
<td></td>
</tr>
</tbody>
</table>

- **Actor orientation:**
  - What flows through an object is data streams

<table>
<thead>
<tr>
<th>actor name</th>
<th>data (state)</th>
<th>parameters</th>
<th>ports</th>
</tr>
</thead>
</table>

Input data → Output data

Call → Return
Problems and Solutions

• Some Problems:
  - OO says little or nothing about concurrency and time
  - Components implement low-level communication protocols
  - Components are designed to fixed middleware APIs
  - Re-use potential is disappointing

• Some Partial Solutions
  - Adapter objects (laborious to design and deploy)
  - Model-driven architecture (still fundamentally OO)
  - Executable UML (little or no analyzable structure)

• Our Solution is Based on Actor-Oriented Design with:
  - Behavioral, polymorphic type system
  - Meta modeling of semantics

Interface definition gives requirements and guarantees only, not implementations. E.g. “Give me text and I’ll give you speech” rather than “I have void initialize(), void notify(), boolean isRead(), double[] getSpeech() ….”
Example of Actor-Oriented Design (in this case, with a visual syntax)

Ptolemy II example:

Key idea: The model of computation is part of the framework within which components are embedded rather than part of the components themselves.

Director from a library defines component interaction semantics

Large, domain-polymorphic component library.

Model of Computation:
- Messaging schema
- Flow of control
- Concurrency

Synchronous Dataflow Modeling
This example illustrates SDF modeling, which is well-suited to signal processing. In SDF, components communicate using streams, but their production and consumption rates are fixed. Because of these fixed rates, extensive static analysis of the model is possible, enabling efficient code generation and optimization.